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Interpretation Request #39 
Topic: thread - safety Relevant Clauses: 2.3.9, Page 32, Lines 754-761

The referenced paragraph says that all POSIX.1 and ISO C functions except those enu-
merated within the paragraph shall be thread safe. Why are the functions getenv(), 
localeconv(), and strerror() not in the list of exceptions? Their absence implies that they 
SHALL be thread safe, yet their definitions each state that the object pointed to by their 
return value MAY be overwritten by a subsequent call to the same function.

If this is the case, implementations cannot provide thread safety through internal syn-
chronization because the return object as seen by one thread may be corrupted by an-
other thread AFTER the function returns to the first thread, but before the first thread is 
finished utilizing or copying the object. Although it is quite possible for an implementa-
tion to provide these in a thread safe fashion using thread specific data with destructors, 
the function definitions allow non-thread safe behavior, directly contradicting this para-
graph.

These 3 functions fall into the same general category as asctime() or ttyname(), and 
should be in this list. In the future, thread safe versions of these functions should be 
included in the standard (getenv_r, localeconv_r, strerror_r). Suggested Correction: Add 
getenv(), localeconv(), and strerror() to the list of functions that need not be thread 
safe.

Interpretation Response 
The standard is clear that getenv(), localeconv(), and strerror() must be thread-safe. 
A conforming implementation shall satisfy this condition. However, concerns have been 
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raised in the interpretation committee that this was not the intent of the working and 
balloting groups. This is being referred to the sponsor for consideration.

Rationale for Interpretation 
It appears that the standard has a defect - the working group and the balloting group 
seems to have missed these three functions. Note, that the standard states that all 
POSIX.1 and ISO C be functions be thread safe but for a list of exceptions that have _r 
equivalents. These functions should have been part of the list of exceptions. A geten-
v_r() function should clearly be added. Likewise requirements for localeconv_r() and 
strerror_r() should added for systems that provide localeconv() and strerror(). (Note 
that these ANSI C functions are not required by IEEE Std 1003.1-1996.)


