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Interpretation Request #150 
Topic: getopt() Relevant Clauses: B.7.2

Contrary to historical practice and behavior that would be expected by utility users, the 
description of the getopt() function in POSIX.2 requires that an option with an option ar-
gument presented as a seperate argument to a utility that appear as the last two argu-
ments to a utility be treated as an error instead of being recognized as an option with an 
option argument. The problem is on POSIX.2, P733, L502-508, where it says: (1) If the 
option was the last character in the string pointed to by an element of argv, then optarg 
contains the next element of argv, and optind shall be incremented by 2. If the resulting 
value of optind is not less than argc, this indicates a missing option argument, and ge-
topt() shall return an error indication. (2) Otherwise, optarg points to the string follow-
ing the option character in that element of argv, and optind shall be incremented by 1.

An example that shows the problem here is the following:

1. A utility (util) takes an option (a) that takes an option argument. 
2. The utility can be invoked as: util -a arg # case 1 or util -aarg # case 2 and should 
get the same results (although strictly conforming applications should use the first form 
instead of the second form). 
3. The utility invokes getopt() to parse its arguments with a call similar to: ret = ge-
topt(argc, argv, “a:”); Following the rules stated in the description of getopt(), optind is 
initialized to 1 before getopt() is invoked the first time.

In case 2, getopt() will return ‘a’ with optind set to 2 and optarg pointing to “arg” in 
argv[1] (where argv[1] is “-aarg”). This is what everyone would expect. In case 1, how-
ever, the sequence of events is: 1. optind is initialized to 1 before optarg() is invoked 
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2. optarg is set to point to argv[2] (where argv[2] is “arg”) 3. optind is incremented by 
2 (setting it to 3) 4. since optind (3) is not less than argc (3), getopt() returns an error 
indicating a missing option argument But, the option argument is not missing, it is just 
an off by one error in the specification that says that getopt() has to indicate that the 
option argument is missing.

To match historic and expected practice, the “not less than argc” on POSIX.2, P733, 
L504-505 would need to be changed to “greater than argc”. POSIX.2 implies that ge-
topt() should be able to be used by applications that want to parse command line argu-
ments in a way consistent with the Utility Syntax Guidelines in section 2.10.2. This is not 
possible for applications that have one or more options that take an option argument un-
less they also have one or more mandatory operands. Was this change to historic prac-
tice intended? Shouldn’t applications be able to use getopt() to parse command line ar-
guments as long as the utility’s syntax adheres to the Utility Syntax Guidelines specifed 
on POSIX.2, P100-101, L3663-3724?

Interpretation Response 
The standards states the requirements for getopt and conforming implementations must 
conform to this. However, concerns have been raised about this which are being re-
ferred to the sponsor. In particular the interpretations committee do not believe that this 
change from historical practice was intended. The interpretations committee beleive that 
on page 733, line 504, the words ‘not less than’ should be changed to ‘greater than’.

Rationale for Interpretation 
None.


