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Interpretation Request #70 
Topic: select() FD_SETSIZE Relevant Sections: XSH select() Page: 0 Line: 0

Historical kernel implementions of select() have used an auto (stack) declaration of an 
fd_set (bit array) object and copied the data from user space into this object. Select(), 
however, has evolved, removing the static limitation of FD_SETSIZE descriptors. Current 
implementations allow a value for the first parameter, nfds, to be in excess of FD_SET-
SIZE.

The kernel accomplishes this by internally allocating a bit array sufficient to contain the 
number of bits needed to support an arbitrary number of bits being selected upon. The 
length of the copy into the kernel allocated array is based on the value of nfds, rather 
than on the value of the manifest constant FD_SETSIZE.

As a result, this permits guarding of the FD_SETSIZE definition in , and thus permits 
user programs to redefine the value prior to including the system header. The user defi-
nition of this value is then used in preference to the system default value.

A consequence of this is that it’s possible to pass into select() a value for the first pa-
rameter - nfds - in excess of the system’s FD_SETSIZE default value.

Implementing this way removes the historical limitation of FD_SETSIZE as a fixed maxi-
mum value for nfds.

This functionality was first introduced into BSD 4.4-based systems, and is utilized by 
many existing applications.
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The standard states that select() “shall” fail and set errno to [EINVAL] when the nfds 
argument is less than 0 or greater than FD_SETSIZE.

The ERRORS section of the standard should be changed to accomodate more up-to-date 
implementations of select() so that errors for nfds > FD_SETSIZE “may fail” .

The wording in the ERRORS section where FD_SETSIZE is mentioned, should be changed 
to allow nfds arguments greater than the FD_SETSIZE without generating an error. So, 
the EINVAL error for nfds > FD_SETSIZE shoud change from “shall fail” to “may fail” .

In the “shall fail” list of errors, REMOVE “[EINVAL] The nfds argument is less than 0 or 
greater than FD_SETSIZE.”

REPLACE WITH “[EINVAL] The nfds argument is less than 0.”

AND ADD a “may fail” list that states: “Under the following conditions, pselect() and se-
lect() “may” fail and set errno to: [EINVAL] The nfds argument is greater than FD_SET-
SIZE.”

REPLACE “[EINVAL] The nfds argument is less than 0 or greater than FD_SETSIZE “

WITH “[EINVAL] The nfds argument is less than 0. [EINVAL] The nfds argument is great-
er than the default limit for FD_SETSIZE and the default limit for FD_SETSIZE is en-
forced by the system.”

Interpretation Response #70 
The standard clearly states that FD_SETSIZE is a fixed limit,and conforming implemen-
tations must conform to this

Rationale for Interpretation 
The redefinition of FD_SETSIZE by applications is non-conforming behavior, and the 
effects are not specified in the standard. It was also felt that applications can use the 
poll() interface for handling larger numbers of file descriptors.


