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Interpretation Request #79 
Topic: mmap() shared synchronization primitive Relevant Sections: XSH mmap() 
Page: 786 Line: 25802

Consider a process which creates a file, mmap()s it with MAP_SHARED, and in the 
shared memory region creates a pthread_mutex_t object with the pshared attribute set 
(i.e., pthread_mutexattr_setpshared used).

This is supposed to work and other processes can just map the file and use the shared 
mutex.

But what happens if all processes, which have the shared memory region mapped, either 
terminate or unmap the memory. If this happened, will another process then be able to 
open the file and use the shared mutex right away without initialization?

I’m torn between answering yes and no. On the plus side, this would allow having per-
sistent sync primitives. The mutex, in this case, could be associated with a file and 
whenever somebody uses the file content the mutex has to be locked. There are no rac-
es in the re-initialization of the mutex.

On the other side, an implementation might chose to add the necessary magic needed 
for the shared sync primitive to the actual shared memory region. Once all processes 
unmapped the shared memory region the attributes are gone.

The latter would be good for implementations, the former for applications. What shall it 
be?
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Action: 
If we can agree on a behavior, I’ll file a follow-on bug with specific wording. If we cannot 
agree on a behavior, explicitly state that this is undefined by adding perhaps a new para-
graph after line 25808:

The state of synchronization objects such as mutexes, semaphores, barriers, conditional 
variables placed in shared memory mapped with MAP_SHARED becomes undefined if the 
last descriptor of the underlying file has been closed.

Interpretation Response #79 
The standard does not speak to this issue, and as such no conformance distinction can 
be made between alternative implementations based on this. This is being referred to 
the sponsor.

Rationale for Interpretation
The working group agreed that the behavior is undefined.


